It has been given an introduction on how to query web APIs – specifically the Twitter API – and automated data extraction from websites (i.e. *web scraping*). I showed an example that combined both of these techniques for the goal of getting data about the Twitter activities of members of the current (19th) German Bundestag, which is the federal German parliament. The focus was especially on the question “who follows who” on Twitter. There was a thought it’s a nice little project showing how to use the Twitter API, do web scraping, combine the collected data and do some exploratory network analysis – all within the R environment. So It was decided to polish the code a little bit, and wrote two blog posts. The first part, i.e. this part, is all about getting the data.

**Data sources**

In order to explore the Twitter activities of members of the German Bundestag we need to know their Twitter account names (aka “Twitter handles”) if they use one for their work as representatives. The [Open Data Portal of the German Bundestag](https://www.bundestag.de/services/opendata) provides an XML file containing basic information about all representatives, i.e. deputies, since 1949 like day and place of birth, membership periods and roles in the Bundestag etc. Unfortunately, the dataset does not contain links to social media profiles (I would have been surprised if it did), although the individual [profile pages](https://www.bundestag.de/abgeordnete) do contain such links. We could implement a web scraper to extract these, but because scraping should always be the last resort, I first looked at another website.

The platform [Abgeordnetenwatch.de](https://www.abgeordnetenwatch.de/) (“parliament watch”) is an independent, non-partisan and non-profit site that allows citizens in Germany to publicly ask questions to their representatives in the federal parliament, the European parliament and state parliaments. Representatives have a profile on this website and may publish links to their social media sites there. Abgeordnetenwatch also provides a public [API](https://www.abgeordnetenwatch.de/api) (denoted as “beta” state) which allows to fetch data for all profiles of a specific parliament. This includes also some interesting variables like the rate of answers to citizens’ questions, but these are not of interest to us in this case.

Anyway, this API also doesn’t provide the social media links we’re interested in. So this means we will have to implement a webscraper either for the deputy profiles on the Bundestag website or on Abgeordnetenwatch. I decided to do it for the latter one, because 1) the profiles on the Bundestag website use a lot of JavaScript which makes it harder to implement a scraper than for the mostly static profile pages on Abgeordnetenwatch and 2) Abgeordnetenwatch doesn’t prohibit scraping their website according to their terms of use – which is something you should **always** check before trying to implement a web scraper. Still, we have to keep in mind that not all deputies may include a link to their Twitter page on their Abgeordnetenwatch profile. For example, SPD member Andrea Nahles has a [Twitter account,](https://twitter.com/AndreaNahlesSPD) but it is not listed on her [profile page](https://www.abgeordnetenwatch.de/profile/andrea-nahles). So this solution, as most web scraping solutions, isn’t perfect but it definitely saves a lot of time. If we wanted to make sure to get the Twitter pages of *all* deputies, we would later manually check only those which didn’t include such a link on their profile (and try to google their Twitter account).

And by the way: yes, I would usually simply ask Abgeordnetenwatch if they, as an organization devoted to transparency, could provide the required data before writing a web scraper. But since I looked for a good example for a tutorial on web scraping, I deliberately decided against that.

**Getting the data about the representatives**

For the rest of the text, I will focus on some code parts and won’t provide full implementations.

First of all, we make use of the profile information of the members of the current Bundestag provided by the Abgeordnetenwatch API. With this data, we can iterate through the profiles and extract the social media links from each profile page directly, instead of implementing a web crawler that extracts the profile links from the website first.

Getting the profile data is as easy as downloading the respective JSON file at <https://www.abgeordnetenwatch.de/api/parliament/bundestag/deputies.json>. To understand the contents of this file, it’s good to explore it with a JSON formatter. We can see an example output below:
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This file can be parsed with fromJSON() from the jsonlite package. We’re interested in the URL to the profile pages and in the unique identifier for each deputy, because this identifier can later be user for combining the collected data. Both is inside the profiles$meta dataframe of the nested list that represents the JSON structure:

library(jsonlite)

library(dplyr)

deputies <- fromJSON('data/deputies.json')

prof\_urls <- deputies$profiles$meta %>% select(uuid, url)

This will give us the identifier and profile URLs for all 718 members of the current Bundestag.

**Scraping the profile pages**

From each of these profile pages, we now need to extract the links to social media sites. To do so, we need to identify the elements in the HTML structure of the website which contain our information of interest. An example profile page with links to different social media sites in the “Weiterführende Links” (“further links”) section would be [this one](https://www.abgeordnetenwatch.de/profile/lars-klingbeil). We can use the “inspect” tool in Chrome or other browsers to have a look at the HTML structure (right click on a website element and select “Inspect” to activate this tool). This helps us to find a “path” through the HTML structure to our elements of interest:

[![](data:image/png;base64,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)](https://i1.wp.com/datascience.blog.wzb.eu/wp-content/uploads/10/2019/07/abgwatch-profile-inspect.png)

The crucial information for the “path” to the elements of interest, which is the links specified by an ... tag, is:

* a

container with class attribute "deputy\_\_custom-links"

* inside this, a list tag

with class attribute "link-list"

* inside this, list elements
* inside these, links tags from which we need to extract the href attribute (the URL the link points to)

The package [rvest](https://cran.r-project.org/web/packages/rvest/index.html) allows to extract the required data by filtering HTML elements according to the above “path” which can be translated into a CSS selector. Let’s use rvest for the above sample profile. At first we load the package and fetch the HTML from the profile page:

library(rvest)

html <- read\_html('https://www.abgeordnetenwatch.de/profile/lars-klingbeil')

Now, we filter the HTML by applying a CSS selector that points to the links (the elements) inside the “further links” section:

(links <- html\_nodes(html, 'div.deputy\_\_custom-links ul.link-list li a'))

## {xml\_nodeset (6)}

## [1]

From these links, we extract the value of the href attribute and voilà, we get the URLs to the (social media) links on this profile:

(urls <- html\_attr(links, 'href'))

## [1] "http://www.bundestag.de/abgeordnete/biografien/K/kli...

## [2] "https://plus.google.com/116503454070157395611"

## ...

## [6] "https://twitter.com/larsklingbeil"

What is left is to put this in a function that uses a profile URL as argument and apply this function to all profile URLs from the “deputies” dataset. However, we should also pay attention to the [robots.txt file](https://www.robotstxt.org/robotstxt.html) of Abgeordnetenwatch. It contains a [line](https://www.abgeordnetenwatch.de/robots.txt) specifying the minimum delay of 10 seconds of subsequent automated requests to the web server (Crawl-delay: 10). We should comply with this and only fetch and parse a profile page every 10 seconds by setting a delay with Sys.sleep(10) inside the profile scraper function (given below). This means the whole web scraping process will take about 2h for all 718 profiles.

Scrapper.R

|  |
| --- |
| library(jsonlite) |
|  | library(rvest) |
|  | library(dplyr) |
|  |  |
|  | # data from members of the 19th German Bundestag |
|  | # obtained from https://www.abgeordnetenwatch.de/api/parliament/bundestag/deputies.json |
|  | deputies <- fromJSON('data/deputies\_20190702.json') |
|  |  |
|  | sleep\_sec <- 10 # according to robots.txt |
|  |  |
|  | # get profile URLs |
|  | n\_profiles <- nrow(deputies$profiles) |
|  | print(paste('Num. profiles:', n\_profiles)) |
|  |  |
|  | prof\_urls <- deputies$profiles$meta %>% select(uuid, url) |
|  |  |
|  | #prof\_urls <- prof\_urls %>% head(10) |
|  |  |
|  | # function to fetch HTML from profile page and extract "further links" section |
|  | # ("Weiterführende Links von ...") on the page |
|  | fetch\_urls <- function(profile\_row) { |
|  | print(paste('fetching profile page at', profile\_row$url)) |
|  |  |
|  | # wait and fetch HTML |
|  | Sys.sleep(sleep\_sec) |
|  | html <- read\_html(profile\_row$url) |
|  |  |
|  | # extract links |
|  | links <- html\_nodes(html, 'div.deputy\_\_custom-links ul.link-list li a') |
|  | urls <- html\_attr(links, 'href') |
|  |  |
|  | if (length(urls) == 0) { |
|  | urls <- NA |
|  | } |
|  |  |
|  | # return data frame for this deputy which will be concatenated to a single data frame |
|  | # of all deputies |
|  | data.frame(profile\_row, custom\_links = urls, stringsAsFactors = FALSE) |
|  | } |
|  |  |
|  | # apply fetch\_urls to each profile |
|  | prof\_urls\_complete <- prof\_urls %>% rowwise() %>% do(fetch\_urls(.)) |
|  |  |
|  | # save result |
|  | write.csv(prof\_urls\_complete, 'data/deputies\_custom\_links\_20190702.csv', row.names = FALSE) |

**Extracting the Twitter handles**

Once this is done, we have a dataset that I will call dep\_links with the unique IDs of the deputies and for each of these one or more extracted URLs, which looks like this:

uuid custom\_links

d623efb5-7afc-... https://twitter.com/MartinSchulz

a96583f1-e2b0-... http://www.fabiodemasi.de

a96583f1-e2b0-... http://www.facebook.com/fabio.d.masi

a96583f1-e2b0-... https://www.youtube.com/channel/UCf\_...

a96583f1-e2b0-... https://twitter.com/FabioDeMasi

Not all of these URLs point to the respective Twitter profiles but to Facebook pages, personal websites or other sites a deputy wanted to share. Furthermore, we need to extract the Twitter handle from the URLs that point to Twitter profile pages, because we later need those handles when working with the Twitter API. So in the next step, we will have to do two things: 1) filter the dataset to find matches to Twitter URLs, e.g. https://twitter.com/exampleuser ; 2) extract the Twitter handle from these URLs, i.e. the part after the last slash which would be exampleuser here.

We can do both things at once with a *regular expression*. By this, we define a pattern to which an URL must match, and we can also extract parts of that pattern that were matched, e.g. the section after the last slash. Before we think of such a pattern, we need to think about how links to Twitter pages might look like. For example, https://twitter.com/exampleuser is a valid Twitter page, but https://www.twitter.com/exampleuser and http://twitter.com/exampleuser/ (note the http without *s* and the trailing slash) are too. Links to Twitter pages appear in all these forms and our pattern should detect all of them. We could write the pattern as http[s]://[www.]twitter.com/[/] where optional parts are given in [brackets] and the part we want to extract is . We can translate this into the following regular expression pattern:

pttrn\_twitter <- '^https?://(www\.)?twitter\.com/([A-Za-z0-9\_-]+)/?

Note how optional parts are denoted by a question mark after a character or a string sequence in parentheses. The part /([A-Za-z0-9\_-]+) describes the Twitter handle as a string made from a set of characters (all characters that are valid for a Twitter handle) after twitter.com/. We can later extract the value inside the parenthesis because it is denoted as a *regular expression group*. We can apply this regular expression to the custom\_links column in the dataset:

matches <- regexec(pttrn\_twitter, dep\_links$custom\_links)

matches is now a list of the same length as the custom\_links vector and contains information about whether the pattern matched and also where the regular expression groups matched. We can extract this information, using the regmatches() function. For example, the first link in the above dataset, https://twitter.com/MartinSchulz, clearly matches the pattern and we should get the values from the regular expression groups:

regmatches(dep\_links$custom\_links, matches)[[1]]

## [1] "https://twitter.com/MartinSchulz" "" "MartinSchulz"

Note how this returns a vector with three strings: The first is always the full matched string, the second is the value from first regular expression group (defined as (www\.) in the pattern – hence it is an empty string here because there is no “www.” prefix in the URL) and the third is the value from the second regular expression group, which was defined as the sub-string that represents the Twitter handle.

The second link in the dataset, http://www.fabiodemasi.de, doesn’t match the pattern, hence we get an empty result for that:

regmatches(dep\_links$custom\_links, matches)[[2]]

## character(0)

We can use sapply to apply the Twitter handle extraction to the full dataset. The full code is then:

pttrn\_twitter <- '^https?://(www\.)?twitter\.com/([A-Za-z0-9\_-]+)/?'

matches <- regexec(pttrn\_twitter, dep\_links$custom\_links)

# if there's a match, take component 3 (the Twitter handle)

dep\_links$twitter\_name <- sapply(

regmatches(dep\_links$custom\_links, matches),

function(s) { if (length(s) == 3) s[3] else NA })

All that is left is to join the resulting dataset with the original deputies dataset from Abgeordnetenwatch.de using the unique identifier (uuid) so that we have a dataset with information about all deputies and their Twitter handle if they had a link to their Twitter page on their Abgeordnetenwatch profile page. See the full code in twitter\_profiles.R.

Twitter\_Profiles.R

|  |
| --- |
|  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |
|  | library(dplyr) |
|  | library(tibble) |
|  | library(jsonlite) |
|  |  |
|  | # ---- load and process social media links ---- |
|  |  |
|  | # load links obtained from scraping |
|  | dep\_links <- distinct(read.csv('data/deputies\_custom\_links\_20190702.csv', stringsAsFactors = FALSE)) |
|  |  |
|  | # extract Twitter handle from Twitter URLs |
|  | # matches the following strings where optional parts are given in [brackets]: |
|  | # http[s]://[www.]twitter.com/<NAME>[/] |
|  | pttrn\_twitter <- '^https?://(www\\.)?twitter\\.com/([A-Za-z0-9\_-]+)/?' |
|  | matches <- regexec(pttrn\_twitter, dep\_links$custom\_links) |
|  | dep\_links$twitter\_name <- sapply(regmatches(dep\_links$custom\_links, matches), |
|  | function(s) { if (length(s) == 3) s[3] else NA }) # if there's a match, take component 3 (the Twitter handle) |
|  |  |
|  | # have a look at a sample |
|  | sample\_n(dep\_links[c('custom\_links', 'twitter\_name')], 10) |
|  |  |
|  | # filter to get only the rows with extracted Twitter handles |
|  | dep\_twitter <- dep\_links[!is.na(dep\_links$twitter\_name), ] |
|  | head(dep\_twitter) |
|  |  |
|  | # corrections for wrong links to Twitter (affects two accounts) |
|  | # e.g. "https://twitter.com/twitter.com/MartinaRenner" |
|  | pttrn\_twitter\_correct <- '/([A-Za-z0-9\_-]+)/?$' |
|  | matches <- regexec(pttrn\_twitter\_correct, dep\_twitter[dep\_twitter$twitter\_name == 'twitter', 'custom\_links']) |
|  | dep\_twitter[dep\_twitter$twitter\_name == 'twitter', ]$twitter\_name <- sapply( |
|  | regmatches(dep\_twitter[dep\_twitter$twitter\_name == 'twitter', 'custom\_links'], matches), |
|  | function(s) { s[2] }) |
|  |  |
|  | # drop extremely short Twitter handles (invalid -- affects one account) |
|  | dep\_twitter <- dep\_twitter[nchar(dep\_twitter$twitter\_name) > 3, ] |
|  | print(paste('Anzahl Twitternamen:', nrow(dep\_twitter))) |
|  |  |
|  | # further clean up |
|  | dep\_twitter <- dep\_twitter %>% select(-custom\_links) %>% |
|  | mutate(twitter\_name = tolower(twitter\_name)) %>% # all to lowercase |
|  | filter(!is.na(twitter\_name) & twitter\_name != 'search') %>% |
|  | distinct() # remove duplicates |
|  |  |
|  |  |
|  | # ---- join with deputies data ---- |
|  |  |
|  | # load deputies data |
|  | deputies <- fromJSON('data/deputies\_20190702.json', flatten = TRUE) |
|  |  |
|  | # select important columns |
|  | dep <- as\_tibble(deputies$profiles) %>% select(starts\_with('meta'), starts\_with('personal'), 'party', |
|  | starts\_with('parliament')) |
|  |  |
|  | orig\_nrows <- nrow(dep) |
|  |  |
|  | # join via abgeordnetenwatch.de profile UUID |
|  | dep <- dep %>% left\_join(dep\_twitter %>% select(uuid, twitter\_name), by = c('meta.uuid' = 'uuid')) |
|  |  |
|  | stopifnot(orig\_nrows == nrow(dep)) |
|  |  |
|  | # have a glimpse |
|  | head(dep %>% select(uuid = meta.uuid, personal.first\_name, personal.last\_name, party, twitter\_name)) |
|  |  |
|  | # save result |
|  | write.csv(dep, 'data/deputies\_twitter\_20190702.csv', row.names = FALSE) |

**Fetching the list of “friends” from the Twitter API**

From the 718 members of the Bundestag, 396 had a link to their Twitter page on their Abgeordnetenwatch.de profile when I retrieved the data on July 2 2019. From these links we extracted the Twitter handles, which we can now use to get more information about these accounts by querying the Twitter API. We’re especially interested in the network of followers between deputies, i.e. which deputy follows which of her or his colleagues?

In Twitter’s API terminology, there is a distinction between *friends* and *followers*. The former is the set of Twitter users that a certain Twitter user actively *follows*, i.e. the users that appear in her or his “following” list. The latter is the set of Twitter users that follow a certain Twitter user, i.e. the users that appear in her or his “followers” list. You see that this describes the asymmetric nature of connections between users on Twitter: not everybody you follow automatically follows you back.

Since we want to know *who follows who*, we’re interested in the “friends” of each deputy. The package rtweet provides comfortable functions to access the Twitter API. Before using it, you will need to create a Twitter account (if you don’t have one already) and set up a Twitter app on apps.twitter.com. There you can get the four authentication tokens that you need to pass to the create\_token() function. The documentation for rtweet explains the whole procedure.

For our goal we can use the get\_friends() function which accepts a character vector of Twitter handles and will return a dataframe with the Twitter handles for which the request was made and the respective Twitter user IDs for her or his friends. Let’s try it out by fetching the friends user IDs for @WZB\_Berlin and @DIW\_Berlin. Make sure you’ve loaded rtweet before (library(rtweet)) and authenticated with create\_token().

get\_friends(c('WZB\_Berlin', 'DIW\_Berlin'))

## user user\_id

##

## 1 WZB\_Berlin 831148275038306304

## 2 WZB\_Berlin 45557114

## 3 WZB\_Berlin 2585450642

## ...

## 4 DIW\_Berlin 95394865

## 5 DIW\_Berlin 19709133

## 6 DIW\_Berlin 5776022

We can apply this function to the Twitter handles of all deputies. We should make sure to add the parameter retryonratelimit = TRUE to get\_friends(), though. The Twitter API employs *rate limiting*, i.e. it limits the amount of requests that can be made to the API per a certain time frame. See the [API documentation](https://developer.twitter.com/en/docs/basics/rate-limiting) for details. Setting retryonratelimit to TRUE makes sure that whenever we hit a rate limit while querying the API, rtweet will pause for a certain time and then try to continue.fetch\_friends.R contains the whole code for retrieving friends IDs.

Fetch\_friends.R

|  |
| --- |
| library(dplyr) |
|  | library(rtweet) |
|  |  |
|  | source('twitterkeys.R') # contains access tokens for Twitter API |
|  |  |
|  | # ---- load deputies data with their Twitter handle ---- |
|  |  |
|  | dep <- read.csv('data/deputies\_twitter\_20190702.csv', |
|  | stringsAsFactors = FALSE, |
|  | colClasses = c(personal.location.postal\_code = "character")) |
|  |  |
|  | twitternames <- filter(dep, !is.na(twitter\_name)) %>% pull(twitter\_name) %>% unique() |
|  | n\_twitternames <- length(twitternames) |
|  |  |
|  | # ---- fetch list of Twitter friends ---- |
|  |  |
|  | # get authentication token for Twitter API |
|  | token <- create\_token( |
|  | app = twitter\_app, |
|  | consumer\_key = consumer\_key, |
|  | consumer\_secret = consumer\_secret, |
|  | access\_token = access\_token, |
|  | access\_secret = access\_secret) |
|  |  |
|  | print(paste('will fetch list of friends for', n\_twitternames, 'users')) |
|  |  |
|  | # this will return a data frame consisting of column "user" (the deputy Twitter handle) and |
|  | # "user\_id", which is a Twitter user ID of a friend of the respective "user" |
|  | # we will need to use "lookup\_users()" in order to get information such as the Twitter name |
|  | # about the friends user IDs |
|  | friends <- get\_friends(twitternames, retryonratelimit = TRUE) |
|  | friends$fetch\_friends\_timestamp <- Sys.time() # add a timestamp for the collection time |
|  |  |
|  | head(friends) |
|  |  |
|  | # save to file |
|  | saveRDS(friends, 'data/deputies\_twitter\_friends\_tmp\_20190702.RDS') |

The Twitter user IDs of the friends of each deputy alone don’t tell us much. It would be nice to have some additional information for each of these IDs, especially the Twitter handle because this is the information that we need in order to later create a network of deputies on Twitter.

The dataset of friend user IDs per deputy Twitter handle, which I will call friends, contains more than 340,000 observations. Of course, there are overlaps of friend IDs between deputies (several deputies may follow the same Twitter user). So in order to reduce the amount of queries to the Twitter API, we should create a vector of unique friend IDs at first:

friends\_ids <- unique(friends$user\_id)

This leaves about 100,000 unique user IDs. The documentation says that it retrieves this data for up to 90,000 user IDs at once, so we could create two chunks of IDs and feed those to lookup\_users(). However, in practice I noticed that this doesn’t work and the queries will fail after a while because of rate limiting. I think that Twitter changed the rate limits for this API call, but the change is not reflected in the rtweet package. At the moment the [Twitter documentation](https://developer.twitter.com/en/docs/basics/rate-limits) says you can make 300 requests with 100 IDs each per 15 minute time frame. So this means we will have to divide the >100,000 user IDs in chunks of 100 each, make 300 subsequent requests with lookup\_users() until we wait for at least 15 minutes. Then we continue with this process until we fetched data for all user IDs. Whenever an error occurs (because of rate limiting, lost connection, etc.) we should re-try for a certain number of trials. This is implemented in lookup\_friends.R.

Lookup\_Friends.R

====================

|  |
| --- |
| library(dplyr) |
|  | library(rtweet) |
|  |  |
|  | source('twitterkeys.R') |
|  |  |
|  | # ---- load the data with the friends user IDs ---- |
|  |  |
|  | friends <- readRDS('data/deputies\_twitter\_friends\_tmp\_20190702.RDS') |
|  |  |
|  | friends\_ids <- unique(friends$user\_id) |
|  | #friends\_ids <- friends\_ids[1:1000] # subset for testing |
|  | n\_friends\_ids <- length(friends\_ids) |
|  |  |
|  | # ---- look up information about each friend user ID ---- |
|  |  |
|  | n\_retries <- 5 # maximum number of \*subsequent\* retries when an API call failed |
|  | sleep\_sec <- 16 \* 60 # 15 minutes is the time window for rate limit reset; add a little time buffer of 1 min. |
|  | chunksize <- 100 # number of user IDs per request; the docs say 300 requests with 100 IDs each per 15 min. |
|  | n\_max\_requests <- 280 # max. number of requests within a 15 min. time frame; we stay a bit below the 300 requests threshold |
|  | chunk\_idx <- 0 # current chunk index |
|  | cur\_retry <- 0 # current number of retries; is reset to 0 once a successful API call was made |
|  | friendsdata <- tibble() # collected data |
|  |  |
|  | print('fetching data from Twitter API...') |
|  |  |
|  | # get authentication token for Twitter API |
|  | token <- create\_token( |
|  | app = twitter\_app, |
|  | consumer\_key = consumer\_key, |
|  | consumer\_secret = consumer\_secret, |
|  | access\_token = access\_token, |
|  | access\_secret = access\_secret) |
|  |  |
|  | request\_i <- 0 # current number of requests |
|  |  |
|  | # repeat API requests until all data was collected or too many retries happened due to request failures |
|  | while(TRUE) { |
|  | # get chunk of friends IDs |
|  | chunk\_start <- chunk\_idx \* chunksize + 1 |
|  | chunk\_end <- min(c((chunk\_idx + 1) \* chunksize, n\_friends\_ids)) |
|  | friends\_ids\_chunk <- friends\_ids[chunk\_start:chunk\_end] |
|  | print(sprintf('fetching data for friends IDs in range [%d, %d] (%d ids)', |
|  | chunk\_start, chunk\_end, length(friends\_ids\_chunk))) |
|  |  |
|  | # make an API request for user ID lookup |
|  | # if it successes, add the data to the "friendsdata" data frame set "success" to TRUE, |
|  | # else do not add data and set "success" to FALSE |
|  | success <- tryCatch({ |
|  | request\_i <- request\_i + 1 |
|  | friendsdata\_chunk <- lookup\_users(friends\_ids\_chunk) |
|  | friendsdata <- bind\_rows(friendsdata, friendsdata\_chunk) |
|  | TRUE |
|  | }, error = function(cond) { |
|  | FALSE |
|  | }) |
|  |  |
|  | if (success) { # on success |
|  | cur\_retry <- 0 # reset number of retries |
|  |  |
|  | # check if we collected data for all IDs |
|  | if (chunk\_start + chunksize >= n\_friends\_ids) { |
|  | break() |
|  | } |
|  | } else { # on failure |
|  | # increment the number of retries |
|  | cur\_retry <- cur\_retry + 1 |
|  |  |
|  | # check if number of retries reached maximum |
|  | if (cur\_retry >= n\_retries) { |
|  | print(sprintf('failed after %d retries', cur\_retry)) |
|  | break() |
|  | } |
|  |  |
|  | print(sprintf('will advance with retry %d', cur\_retry)) |
|  | } |
|  |  |
|  | if (request\_i %% n\_max\_requests == 0 || !success) { # wait after max. num. requests or when no success |
|  | print(sprintf('waiting for %d sec.', sleep\_sec)) |
|  | Sys.sleep(sleep\_sec) |
|  | } |
|  |  |
|  | if (success) { # if no success, retry with same chunk, otherwise increment chunk index |
|  | chunk\_idx <- chunk\_idx + 1 |
|  | } |
|  | } |
|  |  |
|  | # ---- process collected friends data ---- |
|  |  |
|  | n\_fetched <- sum(!is.na(friendsdata$screen\_name)) |
|  | print(sprintf('got data for %d out of %d unique friends accounts', n\_fetched, n\_friends\_ids)) |
|  |  |
|  | friendsdata$fetch\_friendsdata\_timestamp <- Sys.time() # add timestamp |
|  |  |
|  | # join friends user data by user ID |
|  | print('joining data...') |
|  | friendsfull <- left\_join(friends, friendsdata, by = 'user\_id') |
|  | n\_matched <- sum(!is.na(friendsfull$screen\_name)) |
|  | print(sprintf('matching successful for %d out of %d rows', n\_matched, nrow(friends))) |
|  |  |
|  | # save as RDS |
|  | saveRDS(friendsfull, 'data/deputies\_twitter\_friends\_full\_20190702.RDS') |
|  |  |
|  | # friendsfull\_csvfriendly <- select\_if(friendsfull, function(x) all(!is.list(x))) |
|  | # write.csv(friendsfull\_csvfriendly, 'data/deputies\_twitter\_friends.csv', row.names = FALSE) |

In the end, we have a dataframe that maps deputy Twitter handles to their friends, i.e. the accounts they follow, along with lots of additional information about the friend accounts. I’m showing a small sample of the more than 340,000 rows, including only the deputy Twitter handle user, the friend Twitter data screen\_name, name and location:

user screen\_name name location

martinschulz dosomething4eu Do something for Europe ""

martinschulz machiavellipod Machiavelli – Rap Köln

martinschulz AndreaNahlesSPD Andrea Nahles ""

...

cem\_oezdemir EuropeElects Europe Elects ""

cem\_oezdemir MirjamWenzel Mirjam Wenzel Frankfurt...

...

This is all the information that we need. We have the Twitter handles of the deputies that published them on their Abgeordnetenwatch.de profile, their friends (i.e. the accounts they follow) and all necessary information about these friends. We also have the data about deputies from Abgeordnetenwatch.de including the Twitter handle that we extracted. With this we can combine both datasets (the deputies data and the Twitter friends data).